Collections in Java

[**1.8**](https://www.geeksforgeeks.org/basic/)

A Collection is a group of individual objects represented as a single unit. Java provides Collection Framework which defines several classes and interfaces to represent a group of objects as a single unit.

The Collection interface (**java.util.Collection**) and Map interface (**java.util.Map**) are two main root interfaces of Java collection classes.

**Need for Collection Framework :**

Before Collection Framework (or before JDK 1.2) was introduced, the standard methods for grouping Java objects (or collections) were array or Vector or Hashtable. All three of these collections had no common interface.  
For example, if we want to access elements of array, vector or Hashtable. All these three have different methods and syntax for accessing members:

|  |
| --- |
| // Java program to show whey collection framework was needed  import java.io.\*;  import java.util.\*;    class Test  {      public static void main (String[] args)      {          // Creating instances of array, vector and hashtable          int arr[] = new int[] {1, 2, 3, 4};          Vector<Integer> v = new Vector();          Hashtable<Integer, String> h = new Hashtable();          v.addElement(1);          v.addElement(2);          h.put(1,"geeks");          h.put(2,"4geeks");            // Array instance creation requires [], while Vector          // and hastable require ()          // Vector element insertion requires addElement(), but          // hashtable element insertion requires put()            // Accessing first element of array, vector and hashtable          System.out.println(arr[0]);          System.out.println(v.elementAt(0));          System.out.println(h.get(1));            // Array elements are accessed using [], vector elements          // using elementAt() and hashtable elements using get()      }  } |

Run on IDE

Output:

1

1

geek

As we can see, none of the collections (Array, Vector or Hashtable) implements a standard member access interface. So, it was very difficult for programmers to write algorithm that can work for all kind of collections.  
Another drawback is that, most of the ‘Vector’ methods are final. So, we cannot extend ’Vector’ class to implement a similar kind of collection.  
***Java developers decided to come up with a common interface to deal with the above mentioned problems and introduced Collection Framework***, they introduced collections in JDK 1.2 and changed the legacy Vector and Hashtable to conform to the collection framework.

**Advantages of Collection Framework:**

1. Consistent API : The API has basic set of interfaces like Collection, Set, List, or Map. All those classes (such as ArrayList, LinkedList, Vector etc) which implements, these interfaces have some common set of methods.
2. Reduces programming effort: The programmer need not to worry about design of Collection rather than he can focus on its best use in his program.
3. Increases program speed and quality: Increases performance by providing high-performance implementations of useful data structures and algorithms.

**Hierarchy of Collection Framework**
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**Core Interfaces in Collections**

Note that this diagram shows only core interfaces.

**Collection :** Root interface with basic methods like add(), remove(),

contains(), isEmpty(), addAll(), ... etc.

**Set :** Doesn't allow duplicates. Example implementations of Set

interface are HashSet (Hashing based) and TreeSet (balanced

BST based). Note that TreeSet implements **SortedSet**.

**List :** Can contain duplicates and elements are ordered. Example

implementations are LinkedList (linked list based) and

[ArrayList](https://www.geeksforgeeks.org/array-vs-arraylist-in-java/) (dynamic array based)

**Queue :** Typically order elements in FIFO order except exceptions

like PriorityQueue.

**Deque :** Elements can be inserted and removed at both ends. Allows

both LIFO and FIFO.

**Map :** Contains Key value pairs. Doesn't allow duplicates. Example

implementation are [HashMap and TreeMap](https://www.geeksforgeeks.org/hashmap-treemap-java/).

TreeMap implements **SortedMap**.

The difference between Set and Map interface is, in Set we have only

keys, but in Map, we have key value pairs.
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Collections in Java

1. [Java Collection Framework](https://www.javatpoint.com/collections-in-java)
2. [Hierarchy of Collection Framework](https://www.javatpoint.com/collections-in-java#collectionhierarchy)
3. [Collection interface](https://www.javatpoint.com/collections-in-java#collectionmethods)
4. [Iterator interface](https://www.javatpoint.com/collections-in-java#collectioniterator)

**Collections in java** is a framework that provides an architecture to store and manipulate the group of objects.

All the operations that you perform on a data such as searching, sorting, insertion, manipulation, deletion etc. can be performed by Java Collections.

Java Collection simply means a single unit of objects. Java Collection framework provides many interfaces (Set, List, Queue, Deque etc.) and classes (ArrayList, Vector, LinkedList, PriorityQueue, HashSet, LinkedHashSet, TreeSet etc).

What is Collection in java

Collection represents a single unit of objects i.e. a group.

What is framework in java

* provides readymade architecture.
* represents set of classes and interface.
* is optional.

What is Collection framework

Collection framework represents a unified architecture for storing and manipulating group of objects. It has:

1. Interfaces and its implementations i.e. classes
2. Algorithm

### Hierarchy of Collection Framework

Let us see the hierarchy of collection framework.The **java.util** package contains all the classes and interfaces for Collection framework.
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### Methods of Collection interface

There are many methods declared in the Collection interface. They are as follows:

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1 | public boolean add(Object element) | is used to insert an element in this collection. |
| 2 | public boolean addAll(Collection c) | is used to insert the specified collection elements in the invoking collection. |
| 3 | public boolean remove(Object element) | is used to delete an element from this collection. |
| 4 | public boolean removeAll(Collection c) | is used to delete all the elements of specified collection from the invoking collection. |
| 5 | public boolean retainAll(Collection c) | is used to delete all the elements of invoking collection except the specified collection. |
| 6 | public int size() | return the total number of elements in the collection. |
| 7 | public void clear() | removes the total no of element from the collection. |
| 8 | public boolean contains(Object element) | is used to search an element. |
| 9 | public boolean containsAll(Collection c) | is used to search the specified collection in this collection. |
| 10 | public Iterator iterator() | returns an iterator. |
| 11 | public Object[] toArray() | converts collection into array. |
| 12 | public boolean isEmpty() | checks if collection is empty. |
| 13 | public boolean equals(Object element) | matches two collection. |
| 14 | public int hashCode() | returns the hashcode number for collection. |

### Iterator interface

|  |
| --- |
| Iterator interface provides the facility of iterating the elements in forward direction only. |

#### Methods of Iterator interface

There are only three methods in the Iterator interface. They are:

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1 | public boolean hasNext() | It returns true if iterator has more elements. |
| 2 | public Object next() | It returns the element and moves the cursor pointer to the next element. |
| 3 | public void remove() | It removes the last elements returned by the iterator. It is rarely used. |

What we are going to learn in Java Collections Framework

1. [ArrayList class](https://www.javatpoint.com/java-arraylist)
2. [LinkedList class](https://www.javatpoint.com/java-linkedlist)
3. [List interface](https://www.javatpoint.com/java-list)
4. [HashSet class](https://www.javatpoint.com/java-hashset)
5. [LinkedHashSet class](https://www.javatpoint.com/java-linkedhashset)
6. [TreeSet class](https://www.javatpoint.com/java-treeset)
7. [PriorityQueue class](https://www.javatpoint.com/java-priorityqueue)
8. [Map interface](https://www.javatpoint.com/java-map)
9. [HashMap class](https://www.javatpoint.com/java-hashmap)
10. [LinkedHashMap class](https://www.javatpoint.com/java-linkedhashmap)
11. [TreeMap class](https://www.javatpoint.com/TreeMap-class-in-collection-framework)
12. [Hashtable class](https://www.javatpoint.com/Hashtable-class-in-collection-framework)
13. [Sorting](https://www.javatpoint.com/Sorting-in-collection-framework)
14. [Comparable interface](https://www.javatpoint.com/Comparable-interface-in-collection-framework)
15. [Comparator interface](https://www.javatpoint.com/Comparator-interface-in-collection-framework)
16. [Properties class in Java](https://www.javatpoint.com/properties-class-in-java)

# Java ArrayList class

![Java ArrayList class hierarchy](data:image/png;base64,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)

Java ArrayList class uses a dynamic array for storing the elements. It inherits AbstractList class and implements List interface.

The important points about Java ArrayList class are:

* Java ArrayList class can contain duplicate elements.
* Java ArrayList class maintains insertion order.
* Java ArrayList class is non synchronized.
* Java ArrayList allows random access because array works at the index basis.
* In Java ArrayList class, manipulation is slow because a lot of shifting needs to be occurred if any element is removed from the array list.

### Hierarchy of ArrayList class

As shown in above diagram, Java ArrayList class extends AbstractList class which implements List interface. The List interface extends Collection and Iterable interfaces in hierarchical order.

### ArrayList class declaration

Let's see the declaration for java.util.ArrayList class.

1. **public** **class** ArrayList<E> **extends** AbstractList<E> **implements** List<E>, RandomAccess, Cloneable, Serializable

### Constructors of Java ArrayList

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| ArrayList() | It is used to build an empty array list. |
| ArrayList(Collection c) | It is used to build an array list that is initialized with the elements of the collection c. |
| ArrayList(int capacity) | It is used to build an array list that has the specified initial capacity. |

### Methods of Java ArrayList

|  |  |
| --- | --- |
| **Method** | **Description** |
| void add(int index, Object element) | It is used to insert the specified element at the specified position index in a list. |
| boolean addAll(Collection c) | It is used to append all of the elements in the specified collection to the end of this list, in the order that they are returned by the specified collection's iterator. |
| void clear() | It is used to remove all of the elements from this list. |
| int lastIndexOf(Object o) | It is used to return the index in this list of the last occurrence of the specified element, or -1 if the list does not contain this element. |
| Object[] toArray() | It is used to return an array containing all of the elements in this list in the correct order. |
| Object[] toArray(Object[] a) | It is used to return an array containing all of the elements in this list in the correct order. |
| boolean add(Object o) | It is used to append the specified element to the end of a list. |
| boolean addAll(int index, Collection c) | It is used to insert all of the elements in the specified collection into this list, starting at the specified position. |
| Object clone() | It is used to return a shallow copy of an ArrayList. |
| int indexOf(Object o) | It is used to return the index in this list of the first occurrence of the specified element, or -1 if the List does not contain this element. |
| void trimToSize() | It is used to trim the capacity of this ArrayList instance to be the list's current size. |

### Java Non-generic Vs Generic Collection

Java collection framework was non-generic before JDK 1.5. Since 1.5, it is generic.

Java new generic collection allows you to have only one type of object in collection. Now it is type safe so typecasting is not required at run time.

Let's see the old non-generic example of creating java collection.

1. ArrayList al=**new** ArrayList();//creating old non-generic arraylist

Let's see the new generic example of creating java collection.

1. ArrayList<String> al=**new** ArrayList<String>();//creating new generic arraylist

In generic collection, we specify the type in angular braces. Now ArrayList is forced to have only specified type of objects in it. If you try to add another type of object, it gives *compile time error*.

For more information of java generics, click here [Java Generics Tutorial](https://www.javatpoint.com/generics-in-java).

### Java ArrayList Example

1. **import** java.util.\*;
2. **class** TestCollection1{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> list=**new** ArrayList<String>();//Creating arraylist
5. list.add("Ravi");//Adding object in arraylist
6. list.add("Vijay");
7. list.add("Ravi");
8. list.add("Ajay");
9. //Traversing list through Iterator
10. Iterator itr=list.iterator();
11. **while**(itr.hasNext()){
12. System.out.println(itr.next());
13. }
14. }
15. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection1)
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### Two ways to iterate the elements of collection in java

There are two ways to traverse collection elements:

1. By Iterator interface.
2. By for-each loop.

In the above example, we have seen traversing ArrayList by Iterator. Let's see the example to traverse ArrayList elements using for-each loop.

### Iterating Collection through for-each loop

1. **import** java.util.\*;
2. **class** TestCollection2{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> al=**new** ArrayList<String>();
5. al.add("Ravi");
6. al.add("Vijay");
7. al.add("Ravi");
8. al.add("Ajay");
9. **for**(String obj:al)
10. System.out.println(obj);
11. }
12. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection2)

Ravi

Vijay

Ravi

Ajay

### User-defined class objects in Java ArrayList

Let's see an example where we are storing Student class object in array list.

1. **class** Student{
2. **int** rollno;
3. String name;
4. **int** age;
5. Student(**int** rollno,String name,**int** age){
6. **this**.rollno=rollno;
7. **this**.name=name;
8. **this**.age=age;
9. }
10. }
11. **import** java.util.\*;
12. **public** **class** TestCollection3{
13. **public** **static** **void** main(String args[]){
14. //Creating user-defined class objects
15. Student s1=**new** Student(101,"John",23);
16. Student s2=**new** Student(102,"Ravi",21);
17. Student s2=**new** Student(103,"Hanumat",25);
18. //creating arraylist
19. ArrayList<Student> al=**new** ArrayList<Student>();
20. al.add(s1);//adding Student class object
21. al.add(s2);
22. al.add(s3);
23. //Getting Iterator
24. Iterator itr=al.iterator();
25. //traversing elements of ArrayList object
26. **while**(itr.hasNext()){
27. Student st=(Student)itr.next();
28. System.out.println(st.rollno+" "+st.name+" "+st.age);
29. }
30. }
31. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection3)

101 John 23

102 Ravi 21

103 Hanumat 25

### Example of addAll(Collection c) method

1. **import** java.util.\*;
2. **class** TestCollection4{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> al=**new** ArrayList<String>();
5. al.add("Ravi");
6. al.add("Vijay");
7. al.add("Ajay");
8. ArrayList<String> al2=**new** ArrayList<String>();
9. al2.add("John");
10. al2.add("Hanumat");
11. al.addAll(al2);//adding second list in first list
12. Iterator itr=al.iterator();
13. **while**(itr.hasNext()){
14. System.out.println(itr.next());
15. }
16. }
17. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection4)

Ravi

Vijay

Ajay

John

Hanumat

### Example of removeAll() method

1. **import** java.util.\*;
2. **class** TestCollection5{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> al=**new** ArrayList<String>();
5. al.add("Ravi");
6. al.add("Vijay");
7. al.add("Ajay");
8. ArrayList<String> al2=**new** ArrayList<String>();
9. al2.add("Ravi");
10. al2.add("Hanumat");
11. al.removeAll(al2);
12. System.out.println("iterating the elements after removing the elements of al2...");
13. Iterator itr=al.iterator();
14. **while**(itr.hasNext()){
15. System.out.println(itr.next());
16. }
18. }
19. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection5)

iterating the elements after removing the elements of al2...

Vijay

Ajay

### Example of retainAll() method

1. **import** java.util.\*;
2. **class** TestCollection6{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> al=**new** ArrayList<String>();
5. al.add("Ravi");
6. al.add("Vijay");
7. al.add("Ajay");
8. ArrayList<String> al2=**new** ArrayList<String>();
9. al2.add("Ravi");
10. al2.add("Hanumat");
11. al.retainAll(al2);
12. System.out.println("iterating the elements after retaining the elements of al2...");
13. Iterator itr=al.iterator();
14. **while**(itr.hasNext()){
15. System.out.println(itr.next());
16. }
17. }
18. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection6)

iterating the elements after retaining the elements of al2...

Ravi

### Java ArrayList Example: Book

Let's see an ArrayList example where we are adding books to list and printing all the books.

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** ArrayListExample {
15. **public** **static** **void** main(String[] args) {
16. //Creating list of Books
17. List<Book> list=**new** ArrayList<Book>();
18. //Creating Books
19. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
20. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
21. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
22. //Adding Books to list
23. list.add(b1);
24. list.add(b2);
25. list.add(b3);
26. //Traversing list
27. **for**(Book b:list){
28. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
29. }
30. }
31. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection101)

Output:

101 Let us C Yashwant Kanetkar BPB 8

102 Data Communications & Networking Forouzan Mc Graw Hill 4

103 Operating System Galvin Wiley 6

# Java LinkedList class
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Java LinkedList class uses doubly linked list to store the elements. It provides a linked-list data structure. It inherits the AbstractList class and implements List and Deque interfaces.

The important points about Java LinkedList are:

* Java LinkedList class can contain duplicate elements.
* Java LinkedList class maintains insertion order.
* Java LinkedList class is non synchronized.
* In Java LinkedList class, manipulation is fast because no shifting needs to be occurred.
* Java LinkedList class can be used as list, stack or queue.

### Hierarchy of LinkedList class

As shown in above diagram, Java LinkedList class extends AbstractSequentialList class and implements List and Deque interfaces.

### Doubly Linked List

In case of doubly linked list, we can add or remove elements from both side.

![java LinkedList class using doubly linked list](data:image/png;base64,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)

### LinkedList class declaration

Let's see the declaration for java.util.LinkedList class.

1. **public** **class** LinkedList<E> **extends** AbstractSequentialList<E> **implements** List<E>, Deque<E>, Cloneable, Serializable

### Constructors of Java LinkedList

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| LinkedList() | It is used to construct an empty list. |
| LinkedList(Collection c) | It is used to construct a list containing the elements of the specified collection, in the order they are returned by the collection's iterator. |

### Methods of Java LinkedList

|  |  |
| --- | --- |
| **Method** | **Description** |
| void add(int index, Object element) | It is used to insert the specified element at the specified position index in a list. |
| void addFirst(Object o) | It is used to insert the given element at the beginning of a list. |
| void addLast(Object o) | It is used to append the given element to the end of a list. |
| int size() | It is used to return the number of elements in a list |
| boolean add(Object o) | It is used to append the specified element to the end of a list. |
| boolean contains(Object o) | It is used to return true if the list contains a specified element. |
| boolean remove(Object o) | It is used to remove the first occurence of the specified element in a list. |
| Object getFirst() | It is used to return the first element in a list. |
| Object getLast() | It is used to return the last element in a list. |
| int indexOf(Object o) | It is used to return the index in a list of the first occurrence of the specified element, or -1 if the list does not contain any element. |
| int lastIndexOf(Object o) | It is used to return the index in a list of the last occurrence of the specified element, or -1 if the list does not contain any element. |

### Java LinkedList Example

1. **import** java.util.\*;
2. **public** **class** TestCollection7{
3. **public** **static** **void** main(String args[]){
5. LinkedList<String> al=**new** LinkedList<String>();
6. al.add("Ravi");
7. al.add("Vijay");
8. al.add("Ravi");
9. al.add("Ajay");
11. Iterator<String> itr=al.iterator();
12. **while**(itr.hasNext()){
13. System.out.println(itr.next());
14. }
15. }
16. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection7)

Output:Ravi

Vijay

Ravi

Ajay

### Java LinkedList Example: Book

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** LinkedListExample {
15. **public** **static** **void** main(String[] args) {
16. //Creating list of Books
17. List<Book> list=**new** LinkedList<Book>();
18. //Creating Books
19. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
20. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
21. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
22. //Adding Books to list
23. list.add(b1);
24. list.add(b2);
25. list.add(b3);
26. //Traversing list
27. **for**(Book b:list){
28. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
29. }
30. }
31. }

Output:

101 Let us C Yashwant Kanetkar BPB 8

102 Data Communications & Networking Forouzan Mc Graw Hill 4

103 Operating System Galvin Wiley 6

# Difference between ArrayList and LinkedList

ArrayList and LinkedList both implements List interface and maintains insertion order. Both are non synchronized classes.

But there are many differences between ArrayList and LinkedList classes that are given below.

|  |  |
| --- | --- |
| **ArrayList** | **LinkedList** |
| 1) ArrayList internally uses **dynamic array** to store the elements. | LinkedList internally uses **doubly linked list** to store the elements. |
| 2) Manipulation with ArrayList is **slow** because it internally uses array. If any element is removed from the array, all the bits are shifted in memory. | Manipulation with LinkedList is **faster** than ArrayList because it uses doubly linked list so no bit shifting is required in memory. |
| 3) ArrayList class can **act as a list** only because it implements List only. | LinkedList class can **act as a list and queue** both because it implements List and Deque interfaces. |
| 4) ArrayList is **better for storing and accessing**data. | LinkedList is **better for manipulating**data. |

### Example of ArrayList and LinkedList in Java

Let's see a simple example where we are using ArrayList and LinkedList both.

1. **import** java.util.\*;
2. **class** TestArrayLinked{
3. **public** **static** **void** main(String args[]){
5. List<String> al=**new** ArrayList<String>();//creating arraylist
6. al.add("Ravi");//adding object in arraylist
7. al.add("Vijay");
8. al.add("Ravi");
9. al.add("Ajay");
11. List<String> al2=**new** LinkedList<String>();//creating linkedlist
12. al2.add("James");//adding object in linkedlist
13. al2.add("Serena");
14. al2.add("Swati");
15. al2.add("Junaid");
17. System.out.println("arraylist: "+al);
18. System.out.println("linkedlist: "+al2);
19. }
20. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestArrayLinked)

Output:

arraylist: [Ravi,Vijay,Ravi,Ajay]

linkedlist: [James,Serena,Swati,Junaid]

# Java List Interface

List Interface is the subinterface of Collection.It contains methods to insert and delete elements in index basis.It is a factory of ListIterator interface.

### List Interface declaration

1. **public** **interface** List<E> **extends** Collection<E>

### Methods of Java List Interface

|  |  |
| --- | --- |
| **Method** | **Description** |
| void add(int index,Object element) | It is used to insert element into the invoking list at the index passed in the index. |
| boolean addAll(int index,Collection c) | It is used to insert all elements of c into the invoking list at the index passed in the index. |
| object get(int index) | It is used to return the object stored at the specified index within the invoking collection. |
| object set(int index,Object element) | It is used to assign element to the location specified by index within the invoking list. |
| object remove(int index) | It is used to remove the element at position index from the invoking list and return the deleted element. |
| ListIterator listIterator() | It is used to return an iterator to the start of the invoking list. |
| ListIterator listIterator(int index) | It is used to return an iterator to the invoking list that begins at the specified index. |

### Java List Example

1. **import** java.util.\*;
2. **public** **class** ListExample{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> al=**new** ArrayList<String>();
5. al.add("Amit");
6. al.add("Vijay");
7. al.add("Kumar");
8. al.add(1,"Sachin");
9. System.out.println("Element at 2nd position: "+al.get(2));
10. **for**(String s:al){
11. System.out.println(s);
12. }
13. }
14. }

Output:

Element at 2nd position: Vijay

Amit

Sachin

Vijay

Kumar

## Java ListIterator Interface

ListIterator Interface is used to traverse the element in backward and forward direction.

### ListIterator Interface declaration

1. **public** **interface** ListIterator<E> **extends** Iterator<E>

### Methods of Java ListIterator Interface:

|  |  |
| --- | --- |
| **Method** | **Description** |
| boolean hasNext() | This method return true if the list iterator has more elements when traversing the list in the forward direction. |
| Object next() | This method return the next element in the list and advances the cursor position. |
| boolean hasPrevious() | This method return true if this list iterator has more elements when traversing the list in the reverse direction. |
| Object previous() | This method return the previous element in the list and moves the cursor position backwards. |

### Example of ListIterator Interface

1. **import** java.util.\*;
2. **public** **class** TestCollection8{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> al=**new** ArrayList<String>();
5. al.add("Amit");
6. al.add("Vijay");
7. al.add("Kumar");
8. al.add(1,"Sachin");
9. System.out.println("element at 2nd position: "+al.get(2));
10. ListIterator<String> itr=al.listIterator();
11. System.out.println("traversing elements in forward direction...");
12. **while**(itr.hasNext()){
13. System.out.println(itr.next());
14. }
15. System.out.println("traversing elements in backward direction...");
16. **while**(itr.hasPrevious()){
17. System.out.println(itr.previous());
18. }
19. }
20. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection8)

Output:

element at 2nd position: Vijay

traversing elements in forward direction...

Amit

Sachin

Vijay

Kumar

traversing elements in backward direction...

Kumar

Vijay

Sachin

Amit

### Example of ListIterator Interface: Book

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** ListExample {
15. **public** **static** **void** main(String[] args) {
16. //Creating list of Books
17. List<Book> list=**new** ArrayList<Book>();
18. //Creating Books
19. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
20. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
21. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
22. //Adding Books to list
23. list.add(b1);
24. list.add(b2);
25. list.add(b3);
26. //Traversing list
27. **for**(Book b:list){
28. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
29. }
30. }
31. }

Output:

101 Let us C Yashwant Kanetkar BPB 8

102 Data Communications & Networking Forouzan Mc Graw Hill 4

103 Operating System Galvin Wiley 6

# ava HashSet class
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Java HashSet class is used to create a collection that uses a hash table for storage. It inherits the AbstractSet class and implements Set interface.

The important points about Java HashSet class are:

* HashSet stores the elements by using a mechanism called **hashing.**
* HashSet contains unique elements only.

## Difference between List and Set

List can contain duplicate elements whereas Set contains unique elements only.

### Hierarchy of HashSet class

The HashSet class extends AbstractSet class which implements Set interface. The Set interface inherits Collection and Iterable interfaces in hierarchical order.

### HashSet class declaration

Let's see the declaration for java.util.HashSet class.

1. **public** **class** HashSet<E> **extends** AbstractSet<E> **implements** Set<E>, Cloneable, Serializable

### Constructors of Java HashSet class:

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| HashSet() | It is used to construct a default HashSet. |
| HashSet(Collection c) | It is used to initialize the hash set by using the elements of the collection c. |
| HashSet(int capacity) | It is used to initialize the capacity of the hash set to the given integer value capacity. The capacity grows automatically as elements are added to the HashSet. |

### Methods of Java HashSet class:

|  |  |
| --- | --- |
| **Method** | **Description** |
| void clear() | It is used to remove all of the elements from this set. |
| boolean contains(Object o) | It is used to return true if this set contains the specified element. |
| boolean add(Object o) | It is used to adds the specified element to this set if it is not already present. |
| boolean isEmpty() | It is used to return true if this set contains no elements. |
| boolean remove(Object o) | It is used to remove the specified element from this set if it is present. |
| Object clone() | It is used to return a shallow copy of this HashSet instance: the elements themselves are not cloned. |
| Iterator iterator() | It is used to return an iterator over the elements in this set. |
| int size() | It is used to return the number of elements in this set. |

### Java HashSet Example

1. **import** java.util.\*;
2. **class** TestCollection9{
3. **public** **static** **void** main(String args[]){
4. //Creating HashSet and adding elements
5. HashSet<String> set=**new** HashSet<String>();
6. set.add("Ravi");
7. set.add("Vijay");
8. set.add("Ravi");
9. set.add("Ajay");
10. //Traversing elements
11. Iterator<String> itr=set.iterator();
12. **while**(itr.hasNext()){
13. System.out.println(itr.next());
14. }
15. }
16. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection9)

Ajay

Vijay

Ravi

### Java HashSet Example: Book

Let's see a HashSet example where we are adding books to set and printing all the books.

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** HashSetExample {
15. **public** **static** **void** main(String[] args) {
16. HashSet<Book> set=**new** HashSet<Book>();
17. //Creating Books
18. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
19. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
20. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
21. //Adding Books to HashSet
22. set.add(b1);
23. set.add(b2);
24. set.add(b3);
25. //Traversing HashSet
26. **for**(Book b:set){
27. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
28. }
29. }
30. }

Output:

101 Let us C Yashwant Kanetkar BPB 8

102 Data Communications & Networking Forouzan Mc Graw Hill 4

103 Operating System Galvin Wiley 6

# Java LinkedHashSet class
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Java LinkedHashSet class is a Hash table and Linked list implementation of the set interface. It inherits HashSet class and implements Set interface.

The important points about Java LinkedHashSet class are:

* Contains unique elements only like HashSet.
* Provides all optional set operations, and permits null elements.
* Maintains insertion order.

## Hierarchy of LinkedHashSet class

The LinkedHashSet class extends HashSet class which implements Set interface. The Set interface inherits Collection and Iterable interfaces in hierarchical order.

### LinkedHashSet class declaration

Let's see the declaration for java.util.LinkedHashSet class.

1. **public** **class** LinkedHashSet<E> **extends** HashSet<E> **implements** Set<E>, Cloneable, Serializable

### Constructors of Java LinkedHashSet class

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| HashSet() | It is used to construct a default HashSet. |
| HashSet(Collection c) | It is used to initialize the hash set by using the elements of the collection c. |
| LinkedHashSet(int capacity) | It is used initialize the capacity of the linkedhashset to the given integer value capacity. |
| LinkedHashSet(int capacity, float fillRatio) | It is used to initialize both the capacity and the fill ratio (also called load capacity) of the hash set from its argument. |

### Example of LinkedHashSet class:

1. **import** java.util.\*;
2. **class** TestCollection10{
3. **public** **static** **void** main(String args[]){
4. LinkedHashSet<String> al=**new** LinkedHashSet<String>();
5. al.add("Ravi");
6. al.add("Vijay");
7. al.add("Ravi");
8. al.add("Ajay");
9. Iterator<String> itr=al.iterator();
10. **while**(itr.hasNext()){
11. System.out.println(itr.next());
12. }
13. }
14. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection10)

Ravi

Vijay

Ajay

### Java LinkedHashSet Example: Book

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** LinkedHashSetExample {
15. **public** **static** **void** main(String[] args) {
16. LinkedHashSet<Book> hs=**new** LinkedHashSet<Book>();
17. //Creating Books
18. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
19. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
20. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
21. //Adding Books to hash table
22. hs.add(b1);
23. hs.add(b2);
24. hs.add(b3);
25. //Traversing hash table
26. **for**(Book b:hs){
27. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
28. }
29. }
30. }

Output:

101 Let us C Yashwant Kanetkar BPB 8

102 Data Communications & Networking Forouzan Mc Graw Hill 4

103 Operating System Galvin Wiley 6

# Java TreeSet class
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Java TreeSet class implements the Set interface that uses a tree for storage. It inherits AbstractSet class and implements NavigableSet interface. The objects of TreeSet class are stored in ascending order.

The important points about Java TreeSet class are:

* Contains unique elements only like HashSet.
* Access and retrieval times are quiet fast.
* Maintains ascending order.

### Hierarchy of TreeSet class

As shown in above diagram, Java TreeSet class implements NavigableSet interface. The NavigableSet interface extends SortedSet, Set, Collection and Iterable interfaces in hierarchical order.

### TreeSet class declaration

Let's see the declaration for java.util.TreeSet class.

1. **public** **class** TreeSet<E> **extends** AbstractSet<E> **implements** NavigableSet<E>, Cloneable, Serializable

### Constructors of Java TreeSet class

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| TreeSet() | It is used to construct an empty tree set that will be sorted in an ascending order according to the natural order of the tree set. |
| TreeSet(Collection c) | It is used to build a new tree set that contains the elements of the collection c. |
| TreeSet(Comparator comp) | It is used to construct an empty tree set that will be sorted according to given comparator. |
| TreeSet(SortedSet ss) | It is used to build a TreeSet that contains the elements of the given SortedSet. |

### Methods of Java TreeSet class

|  |  |
| --- | --- |
| **Method** | **Description** |
| boolean addAll(Collection c) | It is used to add all of the elements in the specified collection to this set. |
| boolean contains(Object o) | It is used to return true if this set contains the specified element. |
| boolean isEmpty() | It is used to return true if this set contains no elements. |
| boolean remove(Object o) | It is used to remove the specified element from this set if it is present. |
| void add(Object o) | It is used to add the specified element to this set if it is not already present. |
| void clear() | It is used to remove all of the elements from this set. |
| Object clone() | It is used to return a shallow copy of this TreeSet instance. |
| Object first() | It is used to return the first (lowest) element currently in this sorted set. |
| Object last() | It is used to return the last (highest) element currently in this sorted set. |
| int size() | It is used to return the number of elements in this set. |

### Java TreeSet Example

1. **import** java.util.\*;
2. **class** TestCollection11{
3. **public** **static** **void** main(String args[]){
4. //Creating and adding elements
5. TreeSet<String> al=**new** TreeSet<String>();
6. al.add("Ravi");
7. al.add("Vijay");
8. al.add("Ravi");
9. al.add("Ajay");
10. //Traversing elements
11. Iterator<String> itr=al.iterator();
12. **while**(itr.hasNext()){
13. System.out.println(itr.next());
14. }
15. }
16. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection11)

Output:

Ajay

Ravi

Vijay

### Java TreeSet Example: Book

Let's see a TreeSet example where we are adding books to set and printing all the books. The elements in TreeSet must be of Comparable type. String and Wrapper classes are Comparable by default. To add user-defined objects in TreeSet, you need to implement Comparable interface.

1. **import** java.util.\*;
2. **class** Book **implements** Comparable<Book>{
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. **public** **int** compareTo(Book b) {
14. **if**(id>b.id){
15. **return** 1;
16. }**else** **if**(id<b.id){
17. **return** -1;
18. }**else**{
19. **return** 0;
20. }
21. }
22. }
23. **public** **class** TreeSetExample {
24. **public** **static** **void** main(String[] args) {
25. Set<Book> set=**new** TreeSet<Book>();
26. //Creating Books
27. Book b1=**new** Book(121,"Let us C","Yashwant Kanetkar","BPB",8);
28. Book b2=**new** Book(233,"Operating System","Galvin","Wiley",6);
29. Book b3=**new** Book(101,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
30. //Adding Books to TreeSet
31. set.add(b1);
32. set.add(b2);
33. set.add(b3);
34. //Traversing TreeSet
35. **for**(Book b:set){
36. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
37. }
38. }
39. }

Output:

101 Data Communications & Networking Forouzan Mc Graw Hill 4

121 Let us C Yashwant Kanetkar BPB 8

233 Operating System Galvin Wiley 6

# Java Queue Interface

Java Queue interface orders the element in FIFO(First In First Out) manner. In FIFO, first element is removed first and last element is removed at last.

### Queue Interface declaration

1. **public** **interface** Queue<E> **extends** Collection<E>

### Methods of Java Queue Interface

|  |  |
| --- | --- |
| **Method** | **Description** |
| boolean add(object) | It is used to insert the specified element into this queue and return true upon success. |
| boolean offer(object) | It is used to insert the specified element into this queue. |
| Object remove() | It is used to retrieves and removes the head of this queue. |
| Object poll() | It is used to retrieves and removes the head of this queue, or returns null if this queue is empty. |
| Object element() | It is used to retrieves, but does not remove, the head of this queue. |
| Object peek() | It is used to retrieves, but does not remove, the head of this queue, or returns null if this queue is empty. |

## PriorityQueue class

The PriorityQueue class provides the facility of using queue. But it does not orders the elements in FIFO manner. It inherits AbstractQueue class.

### PriorityQueue class declaration

Let's see the declaration for java.util.PriorityQueue class.

1. **public** **class** PriorityQueue<E> **extends** AbstractQueue<E> **implements** Serializable

### Java PriorityQueue Example

1. **import** java.util.\*;
2. **class** TestCollection12{
3. **public** **static** **void** main(String args[]){
4. PriorityQueue<String> queue=**new** PriorityQueue<String>();
5. queue.add("Amit");
6. queue.add("Vijay");
7. queue.add("Karan");
8. queue.add("Jai");
9. queue.add("Rahul");
10. System.out.println("head:"+queue.element());
11. System.out.println("head:"+queue.peek());
12. System.out.println("iterating the queue elements:");
13. Iterator itr=queue.iterator();
14. **while**(itr.hasNext()){
15. System.out.println(itr.next());
16. }
17. queue.remove();
18. queue.poll();
19. System.out.println("after removing two elements:");
20. Iterator<String> itr2=queue.iterator();
21. **while**(itr2.hasNext()){
22. System.out.println(itr2.next());
23. }
24. }
25. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection12)

Output:head:Amit

head:Amit

iterating the queue elements:

Amit

Jai

Karan

Vijay

Rahul

after removing two elements:

Karan

Rahul

Vijay

### Java PriorityQueue Example: Book

Let's see a PriorityQueue example where we are adding books to queue and printing all the books. The elements in PriorityQueue must be of Comparable type. String and Wrapper classes are Comparable by default. To add user-defined objects in PriorityQueue, you need to implement Comparable interface.

1. **import** java.util.\*;
2. **class** Book **implements** Comparable<Book>{
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. **public** **int** compareTo(Book b) {
14. **if**(id>b.id){
15. **return** 1;
16. }**else** **if**(id<b.id){
17. **return** -1;
18. }**else**{
19. **return** 0;
20. }
21. }
22. }
23. **public** **class** LinkedListExample {
24. **public** **static** **void** main(String[] args) {
25. Queue<Book> queue=**new** PriorityQueue<Book>();
26. //Creating Books
27. Book b1=**new** Book(121,"Let us C","Yashwant Kanetkar","BPB",8);
28. Book b2=**new** Book(233,"Operating System","Galvin","Wiley",6);
29. Book b3=**new** Book(101,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
30. //Adding Books to the queue
31. queue.add(b1);
32. queue.add(b2);
33. queue.add(b3);
34. System.out.println("Traversing the queue elements:");
35. //Traversing queue elements
36. **for**(Book b:queue){
37. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
38. }
39. queue.remove();
40. System.out.println("After removing one book record:");
41. **for**(Book b:queue){
42. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
43. }
44. }
45. }

Output:

Traversing the queue elements:

101 Data Communications & Networking Forouzan Mc Graw Hill 4

233 Operating System Galvin Wiley 6

121 Let us C Yashwant Kanetkar BPB 8

After removing one book record:

121 Let us C Yashwant Kanetkar BPB 8

233 Operating System Galvin Wiley 6

# Java Deque Interface

Java Deque Interface is a linear collection that supports element insertion and removal at both ends. Deque is an acronym for **"double ended queue".**

## Deque Interface declaration

1. **public** **interface** Deque<E> **extends** Queue<E>

### Methods of Java Deque Interface

|  |  |
| --- | --- |
| **Method** | **Description** |
| boolean add(object) | It is used to insert the specified element into this deque and return true upon success. |
| boolean offer(object) | It is used to insert the specified element into this deque. |
| Object remove() | It is used to retrieves and removes the head of this deque. |
| Object poll() | It is used to retrieves and removes the head of this deque, or returns null if this deque is empty. |
| Object element() | It is used to retrieves, but does not remove, the head of this deque. |
| Object peek() | It is used to retrieves, but does not remove, the head of this deque, or returns null if this deque is empty. |
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## ArrayDeque class

The ArrayDeque class provides the facility of using deque and resizable-array. It inherits AbstractCollection class and implements the Deque interface.

The important points about ArrayDeque class are:

* Unlike Queue, we can add or remove elements from both sides.
* Null elements are not allowed in the ArrayDeque.
* ArrayDeque is not thread safe, in the absence of external synchronization.
* ArrayDeque has no capacity restrictions.
* ArrayDeque is faster than LinkedList and Stack.

### ArrayDeque Hierarchy

The hierarchy of ArrayDeque class is given in the figure displayed at the right side of the page.

### ArrayDeque class declaration

Let's see the declaration for java.util.ArrayDeque class.

1. **public** **class** ArrayDeque<E> **extends** AbstractCollection<E> **implements** Deque<E>, Cloneable, Serializable

## Java ArrayDeque Example

1. **import** java.util.\*;
2. **public** **class** ArrayDequeExample {
3. **public** **static** **void** main(String[] args) {
4. //Creating Deque and adding elements
5. Deque<String> deque = **new** ArrayDeque<String>();
6. deque.add("Ravi");
7. deque.add("Vijay");
8. deque.add("Ajay");
9. //Traversing elements
10. **for** (String str : deque) {
11. System.out.println(str);
12. }
13. }
14. }

Output:

Ravi

Vijay

Ajay

## Java ArrayDeque Example: offerFirst() and pollLast()

1. **import** java.util.\*;
2. **public** **class** DequeExample {
3. **public** **static** **void** main(String[] args) {
4. Deque<String> deque=**new** ArrayDeque<String>();
5. deque.offer("arvind");
6. deque.offer("vimal");
7. deque.add("mukul");
8. deque.offerFirst("jai");
9. System.out.println("After offerFirst Traversal...");
10. **for**(String s:deque){
11. System.out.println(s);
12. }
13. //deque.poll();
14. //deque.pollFirst();//it is same as poll()
15. deque.pollLast();
16. System.out.println("After pollLast() Traversal...");
17. **for**(String s:deque){
18. System.out.println(s);
19. }
20. }
21. }

Output:

After offerFirst Traversal...

jai

arvind

vimal

mukul

After pollLast() Traversal...

jai

arvind

vimal

## Java ArrayDeque Example: Book

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** ArrayDequeExample {
15. **public** **static** **void** main(String[] args) {
16. Deque<Book> set=**new** ArrayDeque<Book>();
17. //Creating Books
18. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
19. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
20. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
21. //Adding Books to Deque
22. set.add(b1);
23. set.add(b2);
24. set.add(b3);
25. //Traversing ArrayDeque
26. **for**(Book b:set){
27. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
28. }
29. }
30. }

Output:

101 Let us C Yashwant Kanetkar BPB 8

102 Data Communications & Networking Forouzan Mc Graw Hill 4

103 Operating System Galvin Wiley 6

# Java Map Interface

A map contains values on the basis of key i.e. key and value pair. Each key and value pair is known as an entry. Map contains only unique keys.

Map is useful if you have to search, update or delete elements on the basis of key.

### Useful methods of Map interface

|  |  |
| --- | --- |
| **Method** | **Description** |
| Object put(Object key, Object value) | It is used to insert an entry in this map. |
| void putAll(Map map) | It is used to insert the specified map in this map. |
| Object remove(Object key) | It is used to delete an entry for the specified key. |
| Object get(Object key) | It is used to return the value for the specified key. |
| boolean containsKey(Object key) | It is used to search the specified key from this map. |
| Set keySet() | It is used to return the Set view containing all the keys. |
| Set entrySet() | It is used to return the Set view containing all the keys and values. |

## Map.Entry Interface

Entry is the sub interface of Map. So we will be accessed it by Map.Entry name. It provides methods to get key and value.

### Methods of Map.Entry interface

|  |  |
| --- | --- |
| **Method** | **Description** |
| Object getKey() | It is used to obtain key. |
| Object getValue() | It is used to obtain value. |

### Java Map Example: Generic (New Style)

1. **import** java.util.\*;
2. **class** MapInterfaceExample{
3. **public** **static** **void** main(String args[]){
4. Map<Integer,String> map=**new** HashMap<Integer,String>();
5. map.put(100,"Amit");
6. map.put(101,"Vijay");
7. map.put(102,"Rahul");
8. **for**(Map.Entry m:map.entrySet()){
9. System.out.println(m.getKey()+" "+m.getValue());
10. }
11. }
12. }

Output:

102 Rahul

100 Amit

101 Vijay

### Java Map Example: Non-Generic (Old Style)

1. //Non-generic
2. **import** java.util.\*;
3. **public** **class** MapExample1 {
4. **public** **static** **void** main(String[] args) {
5. Map map=**new** HashMap();
6. //Adding elements to map
7. map.put(1,"Amit");
8. map.put(5,"Rahul");
9. map.put(2,"Jai");
10. map.put(6,"Amit");
11. //Traversing Map
12. Set set=map.entrySet();//Converting to Set so that we can traverse
13. Iterator itr=set.iterator();
14. **while**(itr.hasNext()){
15. //Converting to Map.Entry so that we can get key and value separately
16. Map.Entry entry=(Map.Entry)itr.next();
17. System.out.println(entry.getKey()+" "+entry.getValue());
18. }
19. }
20. }

Output:

1 Amit

2 Jai

5 Rahul

6 Amit

# Java HashMap class

![Java HashMap class hierarchy](data:image/png;base64,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)

Java HashMap class implements the map interface by using a hashtable. It inherits AbstractMap class and implements Map interface.

The important points about Java HashMap class are:

* A HashMap contains values based on the key.
* It contains only unique elements.
* It may have one null key and multiple null values.
* It maintains no order.

### Hierarchy of HashMap class

As shown in the above figure, HashMap class extends AbstractMap class and implements Map interface.

### HashMap class declaration

Let's see the declaration for java.util.HashMap class.

1. **public** **class** HashMap<K,V> **extends** AbstractMap<K,V> **implements** Map<K,V>, Cloneable, Serializable

### HashMap class Parameters

Let's see the Parameters for java.util.HashMap class.

* **K**: It is the type of keys maintained by this map.
* **V**: It is the type of mapped values.

### Constructors of Java HashMap class

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| HashMap() | It is used to construct a default HashMap. |
| HashMap(Map m) | It is used to initializes the hash map by using the elements of the given Map object m. |
| HashMap(int capacity) | It is used to initializes the capacity of the hash map to the given integer value, capacity. |
| HashMap(int capacity, float fillRatio) | It is used to initialize both the capacity and fill ratio of the hash map by using its arguments. |

### Methods of Java HashMap class

|  |  |
| --- | --- |
| **Method** | **Description** |
| void clear() | It is used to remove all of the mappings from this map. |
| boolean containsKey(Object key) | It is used to return true if this map contains a mapping for the specified key. |
| boolean containsValue(Object value) | It is used to return true if this map maps one or more keys to the specified value. |
| boolean isEmpty() | It is used to return true if this map contains no key-value mappings. |
| Object clone() | It is used to return a shallow copy of this HashMap instance: the keys and values themselves are not cloned. |
| Set entrySet() | It is used to return a collection view of the mappings contained in this map. |
| Set keySet() | It is used to return a set view of the keys contained in this map. |
| Object put(Object key, Object value) | It is used to associate the specified value with the specified key in this map. |
| int size() | It is used to return the number of key-value mappings in this map. |
| Collection values() | It is used to return a collection view of the values contained in this map. |

### Java HashMap Example

1. **import** java.util.\*;
2. **class** TestCollection13{
3. **public** **static** **void** main(String args[]){
4. HashMap<Integer,String> hm=**new** HashMap<Integer,String>();
5. hm.put(100,"Amit");
6. hm.put(101,"Vijay");
7. hm.put(102,"Rahul");
8. **for**(Map.Entry m:hm.entrySet()){
9. System.out.println(m.getKey()+" "+m.getValue());
10. }
11. }
12. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection13)

Output:102 Rahul

100 Amit

101 Vijay

### Java HashMap Example: remove()

1. **import** java.util.\*;
2. **public** **class** HashMapExample {
3. **public** **static** **void** main(String args[]) {
4. // create and populate hash map
5. HashMap<Integer, String> map = **new** HashMap<Integer, String>();
6. map.put(101,"Let us C");
7. map.put(102, "Operating System");
8. map.put(103, "Data Communication and Networking");
9. System.out.println("Values before remove: "+ map);
10. // Remove value for key 102
11. map.remove(102);
12. System.out.println("Values after remove: "+ map);
13. }
14. }

Output:

Values before remove: {102=Operating System, 103=Data Communication and Networking, 101=Let us C}

Values after remove: {103=Data Communication and Networking, 101=Let us C}

### Difference between HashSet and HashMap

HashSet contains only values whereas HashMap contains entry(key and value).

### Java HashMap Example: Book

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** MapExample {
15. **public** **static** **void** main(String[] args) {
16. //Creating map of Books
17. Map<Integer,Book> map=**new** HashMap<Integer,Book>();
18. //Creating Books
19. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
20. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
21. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
22. //Adding Books to map
23. map.put(1,b1);
24. map.put(2,b2);
25. map.put(3,b3);
27. //Traversing map
28. **for**(Map.Entry<Integer, Book> entry:map.entrySet()){
29. **int** key=entry.getKey();
30. Book b=entry.getValue();
31. System.out.println(key+" Details:");
32. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
33. }
34. }
35. }

Output:

1 Details:

101 Let us C Yashwant Kanetkar BPB 8

2 Details:

102 Data Communications & Networking Forouzan Mc Graw Hill 4

3 Details:

103 Operating System Galvin Wiley 6

# Java LinkedHashMap class
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Java LinkedHashMap class is Hash table and Linked list implementation of the Map interface, with predictable iteration order. It inherits HashMap class and implements the Map interface.

The important points about Java LinkedHashMap class are:

* A LinkedHashMap contains values based on the key.
* It contains only unique elements.
* It may have one null key and multiple null values.
* It is same as HashMap instead maintains insertion order.

### LinkedHashMap class declaration

Let's see the declaration for java.util.LinkedHashMap class.

1. **public** **class** LinkedHashMap<K,V> **extends** HashMap<K,V> **implements** Map<K,V>

### LinkedHashMap class Parameters

Let's see the Parameters for java.util.LinkedHashMap class.

* **K**: It is the type of keys maintained by this map.
* **V**: It is the type of mapped values.

### Constructors of Java LinkedHashMap class

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| LinkedHashMap() | It is used to construct a default LinkedHashMap. |
| LinkedHashMap(int capacity) | It is used to initialize a LinkedHashMap with the given capacity. |
| LinkedHashMap(int capacity, float fillRatio) | It is used to initialize both the capacity and the fillRatio. |
| LinkedHashMap(Map m) | It is used to initialize the LinkedHashMap with the elements from the given Map class m. |

### Methods of Java LinkedHashMap class

|  |  |
| --- | --- |
| **Method** | **Description** |
| Object get(Object key) | It is used to return the value to which this map maps the specified key. |
| void clear() | It is used to remove all mappings from this map. |
| boolean containsKey(Object key) | It is used to return true if this map maps one or more keys to the specified value. |

### Java LinkedHashMap Example

1. **import** java.util.\*;
2. **class** TestCollection14{
3. **public** **static** **void** main(String args[]){
5. LinkedHashMap<Integer,String> hm=**new** LinkedHashMap<Integer,String>();
7. hm.put(100,"Amit");
8. hm.put(101,"Vijay");
9. hm.put(102,"Rahul");
11. **for**(Map.Entry m:hm.entrySet()){
12. System.out.println(m.getKey()+" "+m.getValue());
13. }
14. }
15. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection14)

Output:100 Amit

101 Vijay

102 Rahul

### Java LinkedHashMap Example:remove()

1. **import** java.util.\*;
2. **public** **class** LinkedHashMapExample {
3. **public** **static** **void** main(String args[]) {
4. // Create and populate linked hash map
5. Map<Integer, String> map = **new** LinkedHashMap<Integer, String>();
6. map.put(101,"Let us C");
7. map.put(102, "Operating System");
8. map.put(103, "Data Communication and Networking");
9. System.out.println("Values before remove: "+ map);
10. // Remove value for key 102
11. map.remove(102);
12. System.out.println("Values after remove: "+ map);
13. }
14. }

Output:

Values before remove: {101=Let us C, 102=Operating System, 103=Data Communication and Networking}

Values after remove: {101=Let us C, 103=Data Communication and Networking}

### Java LinkedHashMap Example: Book

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** MapExample {
15. **public** **static** **void** main(String[] args) {
16. //Creating map of Books
17. Map<Integer,Book> map=**new** LinkedHashMap<Integer,Book>();
18. //Creating Books
19. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
20. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
21. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
22. //Adding Books to map
23. map.put(2,b2);
24. map.put(1,b1);
25. map.put(3,b3);
27. //Traversing map
28. **for**(Map.Entry<Integer, Book> entry:map.entrySet()){
29. **int** key=entry.getKey();
30. Book b=entry.getValue();
31. System.out.println(key+" Details:");
32. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
33. }
34. }
35. }

Output:

2 Details:

102 Data Communications & Networking Forouzan Mc Graw Hill 4

1 Details:

101 Let us C Yashwant Kanetkar BPB 8

3 Details:

103 Operating System Galvin Wiley 6

# Java TreeMap class
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Java TreeMap class implements the Map interface by using a tree. It provides an efficient means of storing key/value pairs in sorted order.

The important points about Java TreeMap class are:

* A TreeMap contains values based on the key. It implements the NavigableMap interface and extends AbstractMap class.
* It contains only unique elements.
* It cannot have null key but can have multiple null values.
* It is same as HashMap instead maintains ascending order.

### TreeMap class declaration

Let's see the declaration for java.util.TreeMap class.

1. **public** **class** TreeMap<K,V> **extends** AbstractMap<K,V> **implements** NavigableMap<K,V>, Cloneable, Serializable

### TreeMap class Parameters

Let's see the Parameters for java.util.TreeMap class.

* **K**: It is the type of keys maintained by this map.
* **V**: It is the type of mapped values.

### Constructors of Java TreeMap class

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| TreeMap() | It is used to construct an empty tree map that will be sorted using the natural order of its key. |
| TreeMap(Comparator comp) | It is used to construct an empty tree-based map that will be sorted using the comparator comp. |
| TreeMap(Map m) | It is used to initialize a tree map with the entries from **m**, which will be sorted using the natural order of the keys. |
| TreeMap(SortedMap sm) | It is used to initialize a tree map with the entries from the SortedMap **sm**, which will be sorted in the same order as **sm.** |

### Methods of Java TreeMap class

|  |  |
| --- | --- |
| **Method** | **Description** |
| boolean containsKey(Object key) | It is used to return true if this map contains a mapping for the specified key. |
| boolean containsValue(Object value) | It is used to return true if this map maps one or more keys to the specified value. |
| Object firstKey() | It is used to return the first (lowest) key currently in this sorted map. |
| Object get(Object key) | It is used to return the value to which this map maps the specified key. |
| Object lastKey() | It is used to return the last (highest) key currently in this sorted map. |
| Object remove(Object key) | It is used to remove the mapping for this key from this TreeMap if present. |
| void putAll(Map map) | It is used to copy all of the mappings from the specified map to this map. |
| Set entrySet() | It is used to return a set view of the mappings contained in this map. |
| int size() | It is used to return the number of key-value mappings in this map. |
| Collection values() | It is used to return a collection view of the values contained in this map. |

### Java TreeMap Example:

1. **import** java.util.\*;
2. **class** TestCollection15{
3. **public** **static** **void** main(String args[]){
4. TreeMap<Integer,String> hm=**new** TreeMap<Integer,String>();
5. hm.put(100,"Amit");
6. hm.put(102,"Ravi");
7. hm.put(101,"Vijay");
8. hm.put(103,"Rahul");
9. **for**(Map.Entry m:hm.entrySet()){
10. System.out.println(m.getKey()+" "+m.getValue());
11. }
12. }
13. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection15)

Output:100 Amit

101 Vijay

102 Ravi

103 Rahul

### Java TreeMap Example: remove()

1. **import** java.util.\*;
2. **public** **class** TreeMapExample {
3. **public** **static** **void** main(String args[]) {
4. // Create and populate tree map
5. Map<Integer, String> map = **new** TreeMap<Integer, String>();
6. map.put(102,"Let us C");
7. map.put(103, "Operating System");
8. map.put(101, "Data Communication and Networking");
9. System.out.println("Values before remove: "+ map);
10. // Remove value for key 102
11. map.remove(102);
12. System.out.println("Values after remove: "+ map);
13. }
14. }

Output:

Values before remove: {101=Data Communication and Networking, 102=Let us C, 103=Operating System}

Values after remove: {101=Data Communication and Networking, 103=Operating System}

### What is difference between HashMap and TreeMap?

|  |  |
| --- | --- |
| **HashMap** | **TreeMap** |
| 1) HashMap can contain one null key. | TreeMap can not contain any null key. |
| 2) HashMap maintains no order. | TreeMap maintains ascending order. |

### Java TreeMap Example: Book

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** MapExample {
15. **public** **static** **void** main(String[] args) {
16. //Creating map of Books
17. Map<Integer,Book> map=**new** TreeMap<Integer,Book>();
18. //Creating Books
19. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
20. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
21. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
22. //Adding Books to map
23. map.put(2,b2);
24. map.put(1,b1);
25. map.put(3,b3);
27. //Traversing map
28. **for**(Map.Entry<Integer, Book> entry:map.entrySet()){
29. **int** key=entry.getKey();
30. Book b=entry.getValue();
31. System.out.println(key+" Details:");
32. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
33. }
34. }
35. }

Output:

1 Details:

101 Let us C Yashwant Kanetkar BPB 8

2 Details:

102 Data Communications & Networking Forouzan Mc Graw Hill 4

3 Details:

103 Operating System Galvin Wiley 6

# Java Hashtable class

Java Hashtable class implements a hashtable, which maps keys to values. It inherits Dictionary class and implements the Map interface.

The important points about Java Hashtable class are:

* A Hashtable is an array of list. Each list is known as a bucket. The position of bucket is identified by calling the hashcode() method. A Hashtable contains values based on the key.
* It contains only unique elements.
* It may have not have any null key or value.
* It is synchronized.

### Hashtable class declaration

Let's see the declaration for java.util.Hashtable class.

1. **public** **class** Hashtable<K,V> **extends** Dictionary<K,V> **implements** Map<K,V>, Cloneable, Serializable

### Hashtable class Parameters

Let's see the Parameters for java.util.Hashtable class.

* **K**: It is the type of keys maintained by this map.
* **V**: It is the type of mapped values.

### Constructors of Java Hashtable class

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| Hashtable() | It is the default constructor of hash table it instantiates the Hashtable class. |
| Hashtable(int size) | It is used to accept an integer parameter and creates a hash table that has an initial size specified by integer value size. |
| Hashtable(int size, float fillRatio) | It is used to create a hash table that has an initial size specified by size and a fill ratio specified by fillRatio. |

### Methods of Java Hashtable class

|  |  |
| --- | --- |
| **Method** | **Description** |
| void clear() | It is used to reset the hash table. |
| boolean contains(Object value) | This method return true if some value equal to the value exist within the hash table, else return false. |
| boolean containsValue(Object value) | This method return true if some value equal to the value exists within the hash table, else return false. |
| boolean containsKey(Object key) | This method return true if some key equal to the key exists within the hash table, else return false. |
| boolean isEmpty() | This method return true if the hash table is empty; returns false if it contains at least one key. |
| void rehash() | It is used to increase the size of the hash table and rehashes all of its keys. |
| Object get(Object key) | This method return the object that contains the value associated with the key. |
| Object remove(Object key) | It is used to remove the key and its value. This method return the value associated with the key. |
| int size() | This method return the number of entries in the hash table. |

### Java Hashtable Example

1. **import** java.util.\*;
2. **class** TestCollection16{
3. **public** **static** **void** main(String args[]){
4. Hashtable<Integer,String> hm=**new** Hashtable<Integer,String>();
6. hm.put(100,"Amit");
7. hm.put(102,"Ravi");
8. hm.put(101,"Vijay");
9. hm.put(103,"Rahul");
11. **for**(Map.Entry m:hm.entrySet()){
12. System.out.println(m.getKey()+" "+m.getValue());
13. }
14. }
15. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection16)

Output:

103 Rahul

102 Ravi

101 Vijay

100 Amit

### Java Hashtable Example: remove()

1. **import** java.util.\*;
2. **public** **class** HashtableExample {
3. **public** **static** **void** main(String args[]) {
4. // create and populate hash table
5. Hashtable<Integer, String> map = **new** Hashtable<Integer, String>();
6. map.put(102,"Let us C");
7. map.put(103, "Operating System");
8. map.put(101, "Data Communication and Networking");
9. System.out.println("Values before remove: "+ map);
10. // Remove value for key 102
11. map.remove(102);
12. System.out.println("Values after remove: "+ map);
13. }
14. }

Output:

Values before remove: {103=Operating System, 102=Let us C, 101=Data Communication and Networking}

Values after remove: {103=Operating System, 101=Data Communication and Networking}

### Java Hashtable Example: Book

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** HashtableExample {
15. **public** **static** **void** main(String[] args) {
16. //Creating map of Books
17. Map<Integer,Book> map=**new** Hashtable<Integer,Book>();
18. //Creating Books
19. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
20. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
21. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
22. //Adding Books to map
23. map.put(1,b1);
24. map.put(2,b2);
25. map.put(3,b3);
26. //Traversing map
27. **for**(Map.Entry<Integer, Book> entry:map.entrySet()){
28. **int** key=entry.getKey();
29. Book b=entry.getValue();
30. System.out.println(key+" Details:");
31. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
32. }
33. }
34. }

Output:

3 Details:

103 Operating System Galvin Wiley 6

2 Details:

102 Data Communications & Networking Forouzan Mc Graw Hill 4

1 Details:

101 Let us C Yashwant Kanetkar BPB 8

# Difference between HashMap and Hashtable

HashMap and Hashtable both are used to store data in key and value form. Both are using hashing technique to store unique keys.

But there are many differences between HashMap and Hashtable classes that are given below.

|  |  |
| --- | --- |
| **HashMap** | **Hashtable** |
| 1) HashMap is **non synchronized**. It is not-thread safe and can't be shared between many threads without proper synchronization code. | Hashtable is **synchronized**. It is thread-safe and can be shared with many threads. |
| 2) HashMap **allows one null key and multiple null values**. | Hashtable **doesn't allow any null key or value**. |
| 3) HashMap is a **new class introduced in JDK 1.2**. | Hashtable is a **legacy class**. |
| 4) HashMap is **fast**. | Hashtable is **slow**. |
| 5) We can make the HashMap as synchronized by calling this code Map m = Collections.synchronizedMap(hashMap); | Hashtable is internally synchronized and can't be unsynchronized. |
| 6) HashMap is **traversed by Iterator**. | Hashtable is **traversed by Enumerator and Iterator**. |
| 7) Iterator in HashMap is **fail-fast**. | Enumerator in Hashtable is **not fail-fast**. |
| 8) HashMap inherits **AbstractMap** class. | Hashtable inherits **Dictionary**class. |

# Java EnumSet class

Java EnumSet class is the specialized Set implementation for use with enum types. It inherits AbstractSet class and implements the Set interface.

### EnumSet class hierarchy

The hierarchy of EnumSet class is given in the figure given below.
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## EnumSet class declaration

Let's see the declaration for java.util.EnumSet class.

1. **public** **abstract** **class** EnumSet<E **extends** Enum<E>> **extends** AbstractSet<E> **implements** Cloneable, Serializable

### Methods of Java EnumSet class

|  |  |
| --- | --- |
| **Method** | **Description** |
| static <E extends Enum<E>> EnumSet<E> allOf(Class<E> elementType) | It is used to create an enum set containing all of the elements in the specified element type. |
| static <E extends Enum<E>> EnumSet<E> copyOf(Collection<E> c) | It is used to create an enum set initialized from the specified collection. |
| static <E extends Enum<E>> EnumSet<E> noneOf(Class<E> elementType) | It is used to create an empty enum set with the specified element type. |
| static <E extends Enum<E>> EnumSet<E> of(E e) | It is used to create an enum set initially containing the specified element. |
| static <E extends Enum<E>> EnumSet<E> range(E from, E to) | It is used to create an enum set initially containing the specified elements. |
| EnumSet<E> clone() | It is used to return a copy of this set. |

## Java EnumSet Example

1. **import** java.util.\*;
2. **enum** days {
3. SUNDAY, MONDAY, TUESDAY, WEDNESDAY, THURSDAY, FRIDAY, SATURDAY
4. }
5. **public** **class** EnumSetExample {
6. **public** **static** **void** main(String[] args) {
7. Set<days> set = EnumSet.of(days.TUESDAY, days.WEDNESDAY);
8. // Traversing elements
9. Iterator<days> iter = set.iterator();
10. **while** (iter.hasNext())
11. System.out.println(iter.next());
12. }
13. }

Output:

TUESDAY

WEDNESDAY

## Java EnumSet Example: allOf() and noneOf()

1. **import** java.util.\*;
2. **enum** days {
3. SUNDAY, MONDAY, TUESDAY, WEDNESDAY, THURSDAY, FRIDAY, SATURDAY
4. }
5. **public** **class** EnumSetExample {
6. **public** **static** **void** main(String[] args) {
7. Set<days> set1 = EnumSet.allOf(days.**class**);
8. System.out.println("Week Days:"+set1);
9. Set<days> set2 = EnumSet.noneOf(days.**class**);
10. System.out.println("Week Days:"+set2);
11. }
12. }

Output:

Week Days:[SUNDAY, MONDAY, TUESDAY, WEDNESDAY, THURSDAY, FRIDAY, SATURDAY]

Week Days:[]

# Java EnumMap class

Java EnumMap class is the specialized Map implementation for enum keys. It inherits Enum and AbstractMap classes.

### EnumMap class hierarchy

The hierarchy of EnumMap class is given in the figure given below.

![EnumMap class hierarchy](data:image/png;base64,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)

## EnumMap class declaration

Let's see the declaration for java.util.EnumMap class.

1. **public** **class** EnumMap<K **extends** Enum<K>,V> **extends** AbstractMap<K,V> **implements** Serializable, Cloneable

## EnumMap class Parameters

Let's see the Parameters for java.util.EnumMap class.

* **K:** It is the type of keys maintained by this map.
* **V:** It is the type of mapped values.

### Constructors of Java EnumMap class

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| EnumMap(Class<K> keyType) | It is used to create an empty enum map with the specified key type. |
| EnumMap(EnumMap<K,? extends V> m) | It is used to create an enum map with the same key type as the specified enum map. |
| EnumMap(Map<K,? extends V> m) | It is used to create an enum map initialized from the specified map. |

### Methods of Java EnumMap class

|  |  |
| --- | --- |
| **Method** | **Description** |
| void clear() | It is used to remove all mappings from this map. |
| boolean containsKey(Object key) | This method return true if this map contains a mapping for the specified key. |
| boolean containsValue(Object value) | This method return true if this map maps one or more keys to the specified value. |
| boolean equals(Object o) | It is used to compare the specified object with this map for equality. |
| V get(Object key) | This method returns the value to which the specified key is mapped. |
| V put(K key, V value) | It is used to associate the specified value with the specified key in this map. |
| V remove(Object key) | It is used to remove the mapping for this key. |
| Collection<V> values() | It is used to return a Collection view of the values contained in this map. |
| int size() | It is used to return the number of key-value mappings in this map. |

## Java EnumMap Example

1. **import** java.util.\*;
2. **public** **class** EnumMapExample {
3. // create an enum
4. **public** **enum** Days {
5. Monday, Tuesday, Wednesday, Thursday
6. };
7. **public** **static** **void** main(String[] args) {
8. //create and populate enum map
9. EnumMap<Days, String> map = **new** EnumMap<Days, String>(Days.**class**);
10. map.put(Days.Monday, "1");
11. map.put(Days.Tuesday, "2");
12. map.put(Days.Wednesday, "3");
13. map.put(Days.Thursday, "4");
14. // print the map
15. **for**(Map.Entry m:map.entrySet()){
16. System.out.println(m.getKey()+" "+m.getValue());
17. }
18. }
19. }

Output:

Monday 1

Tuesday 2

Wednesday 3

Thursday 4

## Java EnumMap Example: Book

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** EnumMapExample {
15. // Creating enum
16. **public** **enum** Key{
17. One, Two, Three
18. };
19. **public** **static** **void** main(String[] args) {
20. EnumMap<Key, Book> map = **new** EnumMap<Key, Book>(Key.**class**);
21. // Creating Books
22. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
23. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
24. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
25. // Adding Books to Map
26. map.put(Key.One, b1);
27. map.put(Key.Two, b2);
28. map.put(Key.Three, b3);
29. // Traversing EnumMap
30. **for**(Map.Entry<Key, Book> entry:map.entrySet()){
31. Book b=entry.getValue();
32. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
33. }
34. }
35. }

Output:

101 Let us C Yashwant Kanetkar BPB 8

102 Data Communications & Networking Forouzan Mc Graw Hill 4

103 Operating System Galvin Wiley 6

# Java Collections class

Java collection class is used exclusively with static methods that operate on or return collections. It inherits Object class.

The important points about Java Collections class are:

* Java Collection class supports the **polymorphic algorithms** that operate on collections.
* Java Collection class throws a **NullPointerException** if the collections or class objects provided to them are null.

## Collections class declaration

Let's see the declaration for Java.util.Collections class.

1. **public** **class** Collections **extends** Object

### Methods of Java Collections class

|  |  |
| --- | --- |
| **Method** | **Description** |
| static <T> boolean addAll(Collection<? super T> c, T... elements) | It is used to add all of the specified elements to the specified collection. |
| static <T> Queue<T> asLifoQueue(Deque<T> deque) | It is used to return a view of a Deque as a Last-In-First-Out (LIFO) Queue. |
| static <T> int binarySearch(List<? extends T> list, T key, Comparator<? super T< c) | It is used to search the specified list for the specified object using the binary search algorithm. |
| static <E> List<E> checkedList(List<E> list, Class<E> type) | It is used to return a dynamically typesafe view of the specified list. |
| static <E> Set<E> checkedSet(Set<E> s, Class<E> type) | It is used to return a dynamically typesafe view of the specified set. |
| static <E> SortedSet<E>checkedSortedSet(SortedSet<E> s, Class<E> type) | It is used to return a dynamically typesafe view of the specified sorted set |
| static void reverse(List<?> list) | It is used to reverse the order of the elements in the specified list. |
| static <T> T max(Collection<? extends T> coll, Comparator<? super T> comp) | It is used to return the maximum element of the given collection, according to the order induced by the specified comparator. |
| static <T extends Object & Comparable<? super T>>T min(Collection<? extends T> coll) | It is used to return the minimum element of the given collection, according to the natural ordering of its elements. |
| static boolean replaceAll(List list, T oldVal, T newVal) | It is used to replace all occurrences of one specified value in a list with another. |

## Java Collections Example

1. **import** java.util.\*;
2. **public** **class** CollectionsExample {
3. **public** **static** **void** main(String a[]){
4. List<String> list = **new** ArrayList<String>();
5. list.add("C");
6. list.add("Core Java");
7. list.add("Advance Java");
8. System.out.println("Initial collection value:"+list);
9. Collections.addAll(list, "Servlet","JSP");
10. System.out.println("After adding elements collection value:"+list);
11. String[] strArr = {"C#", ".Net"};
12. Collections.addAll(list, strArr);
13. System.out.println("After adding array collection value:"+list);
14. }
15. }

Output:

Initial collection value:[C, Core Java, Advance Java]

After adding elements collection value:[C, Core Java, Advance Java, Servlet, JSP]

After adding array collection value:[C, Core Java, Advance Java, Servlet, JSP, C#, .Net]

## Java Collections Example: max()

1. **import** java.util.\*;
2. **public** **class** CollectionsExample {
3. **public** **static** **void** main(String a[]){
4. List<Integer> list = **new** ArrayList<Integer>();
5. list.add(46);
6. list.add(67);
7. list.add(24);
8. list.add(16);
9. list.add(8);
10. list.add(12);
11. System.out.println("Value of maximum element from the collection: "+Collections.max(list));
12. }
13. }

Output:

Value of maximum element from the collection: 67

## Java Collections Example: min()

1. **import** java.util.\*;
2. **public** **class** CollectionsExample {
3. **public** **static** **void** main(String a[]){
4. List<Integer> list = **new** ArrayList<Integer>();
5. list.add(46);
6. list.add(67);
7. list.add(24);
8. list.add(16);
9. list.add(8);
10. list.add(12);
11. System.out.println("Value of minimum element from the collection: "+Collections.min(list));
12. }
13. }

Output:

Value of minimum element from the collection: 8

# Sorting in Collection

We can sort the elements of:

1. String objects
2. Wrapper class objects
3. User-defined class objects

|  |
| --- |
| **Collections** class provides static methods for sorting the elements of collection.If collection elements are of Set type, we can use TreeSet.But We cannot sort the elements of List.Collections class provides methods for sorting the elements of List type elements. |

### Method of Collections class for sorting List elements

|  |
| --- |
| **public void sort(List list):** is used to sort the elements of List.List elements must be of Comparable type. |

#### Note: String class and Wrapper classes implements the Comparable interface.So if you store the objects of string or wrapper classes, it will be Comparable.

### Example of Sorting the elements of List that contains string objects

1. **import** java.util.\*;
2. **class** TestSort1{
3. **public** **static** **void** main(String args[]){
5. ArrayList<String> al=**new** ArrayList<String>();
6. al.add("Viru");
7. al.add("Saurav");
8. al.add("Mukesh");
9. al.add("Tahir");
11. Collections.sort(al);
12. Iterator itr=al.iterator();
13. **while**(itr.hasNext()){
14. System.out.println(itr.next());
15. }
16. }
17. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestSort1)

Output:Mukesh

Saurav

Tahir

Viru

### Example of Sorting the elements of List that contains Wrapper class objects

1. **import** java.util.\*;
2. **class** TestSort2{
3. **public** **static** **void** main(String args[]){
5. ArrayList al=**new** ArrayList();
6. al.add(Integer.valueOf(201));
7. al.add(Integer.valueOf(101));
8. al.add(230);//internally will be converted into objects as Integer.valueOf(230)
10. Collections.sort(al);
12. Iterator itr=al.iterator();
13. **while**(itr.hasNext()){
14. System.out.println(itr.next());
15. }
16. }
17. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestSort2)

Output:101

201

230

# Java Comparable interface

Java Comparable interface is used to order the objects of user-defined class.This interface is found in java.lang package and contains only one method named compareTo(Object). It provide single sorting sequence only i.e. you can sort the elements on based on single data member only. For example it may be rollno, name, age or anything else.

### compareTo(Object obj) method

**public int compareTo(Object obj):** is used to compare the current object with the specified object.

We can sort the elements of:

1. String objects
2. Wrapper class objects
3. User-defined class objects

### Collections class

**Collections** class provides static methods for sorting the elements of collections. If collection elements are of Set or Map, we can use TreeSet or TreeMap. But We cannot sort the elements of List. Collections class provides methods for sorting the elements of List type elements.

### Method of Collections class for sorting List elements

**public void sort(List list):** is used to sort the elements of List. List elements must be of Comparable type.

#### Note: String class and Wrapper classes implements Comparable interface by default. So if you store the objects of string or wrapper classes in list, set or map, it will be Comparable by default.

## Java Comparable Example

Let's see the example of Comparable interface that sorts the list elements on the basis of age.

*File: Student.java*

1. **class** Student **implements** Comparable<Student>{
2. **int** rollno;
3. String name;
4. **int** age;
5. Student(**int** rollno,String name,**int** age){
6. **this**.rollno=rollno;
7. **this**.name=name;
8. **this**.age=age;
9. }
11. **public** **int** compareTo(Student st){
12. **if**(age==st.age)
13. **return** 0;
14. **else** **if**(age>st.age)
15. **return** 1;
16. **else**
17. **return** -1;
18. }
19. }

*File: TestSort3.java*

1. **import** java.util.\*;
2. **import** java.io.\*;
3. **public** **class** TestSort3{
4. **public** **static** **void** main(String args[]){
5. ArrayList<Student> al=**new** ArrayList<Student>();
6. al.add(**new** Student(101,"Vijay",23));
7. al.add(**new** Student(106,"Ajay",27));
8. al.add(**new** Student(105,"Jai",21));
10. Collections.sort(al);
11. **for**(Student st:al){
12. System.out.println(st.rollno+" "+st.name+" "+st.age);
13. }
14. }
15. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestSort3)

Output:105 Jai 21

101 Vijay 23

106 Ajay 27

# ava Comparator interface

**Java Comparator interface** is used to order the objects of user-defined class.

This interface is found in java.util package and contains 2 methods compare(Object obj1,Object obj2) and equals(Object element).

It provides multiple sorting sequence i.e. you can sort the elements on the basis of any data member, for example rollno, name, age or anything else.

#### compare() method

**public int compare(Object obj1,Object obj2):** compares the first object with second object.

## Collections class

**Collections** class provides static methods for sorting the elements of collection. If collection elements are of Set or Map, we can use TreeSet or TreeMap. But we cannot sort the elements of List. Collections class provides methods for sorting the elements of List type elements also.

#### Method of Collections class for sorting List elements

**public void sort(List list, Comparator c):** is used to sort the elements of List by the given Comparator.

## ava Comparator Example (Non-generic Old Style)

Let's see the example of sorting the elements of List on the basis of age and name. In this example, we have created 4 java classes:

1. Student.java
2. AgeComparator.java
3. NameComparator.java
4. Simple.java

**Student.java**

This class contains three fields rollno, name and age and a parameterized constructor.

1. **class** Student{
2. **int** rollno;
3. String name;
4. **int** age;
5. Student(**int** rollno,String name,**int** age){
6. **this**.rollno=rollno;
7. **this**.name=name;
8. **this**.age=age;
9. }
10. }

**AgeComparator.java**

This class defines comparison logic based on the age. If age of first object is greater than the second, we are returning positive value, it can be any one such as 1, 2 , 10 etc. If age of first object is less than the second object, we are returning negative value, it can be any negative value and if age of both objects are equal, we are returning 0.

1. **import** java.util.\*;
2. **class** AgeComparator **implements** Comparator{
3. **public** **int** compare(Object o1,Object o2){
4. Student s1=(Student)o1;
5. Student s2=(Student)o2;
7. **if**(s1.age==s2.age)
8. **return** 0;
9. **else** **if**(s1.age>s2.age)
10. **return** 1;
11. **else**
12. **return** -1;
13. }
14. }

**NameComparator.java**

This class provides comparison logic based on the name. In such case, we are using the compareTo() method of String class, which internally provides the comparison logic.

1. **import** java.util.\*;
2. **class** NameComparator **implements** Comparator{
3. **public** **int** compare(Object o1,Object o2){
4. Student s1=(Student)o1;
5. Student s2=(Student)o2;
7. **return** s1.name.compareTo(s2.name);
8. }
9. }

**Simple.java**

In this class, we are printing the objects values by sorting on the basis of name and age.

1. **import** java.util.\*;
2. **import** java.io.\*;
4. **class** Simple{
5. **public** **static** **void** main(String args[]){
7. ArrayList al=**new** ArrayList();
8. al.add(**new** Student(101,"Vijay",23));
9. al.add(**new** Student(106,"Ajay",27));
10. al.add(**new** Student(105,"Jai",21));
12. System.out.println("Sorting by Name...");
14. Collections.sort(al,**new** NameComparator());
15. Iterator itr=al.iterator();
16. **while**(itr.hasNext()){
17. Student st=(Student)itr.next();
18. System.out.println(st.rollno+" "+st.name+" "+st.age);
19. }
21. System.out.println("sorting by age...");
23. Collections.sort(al,**new** AgeComparator());
24. Iterator itr2=al.iterator();
25. **while**(itr2.hasNext()){
26. Student st=(Student)itr2.next();
27. System.out.println(st.rollno+" "+st.name+" "+st.age);
28. }

31. }
32. }

Sorting by Name...

106 Ajay 27

105 Jai 21

101 Vijay 23

Sorting by age...

105 Jai 21

101 Vijay 23

106 Ajay 27

## Java Comparator Example (Generic)

**Student.java**

1. **class** Student{
2. **int** rollno;
3. String name;
4. **int** age;
5. Student(**int** rollno,String name,**int** age){
6. **this**.rollno=rollno;
7. **this**.name=name;
8. **this**.age=age;
9. }
10. }

**AgeComparator.java**

1. **import** java.util.\*;
2. **class** AgeComparator **implements** Comparator<Student>{
3. **public** **int** compare(Student s1,Student s2){
4. **if**(s1.age==s2.age)
5. **return** 0;
6. **else** **if**(s1.age>s2.age)
7. **return** 1;
8. **else**
9. **return** -1;
10. }
11. }

**NameComparator.java**

This class provides comparison logic based on the name. In such case, we are using the compareTo() method of String class, which internally provides the comparison logic.

1. **import** java.util.\*;
2. **class** NameComparator **implements** Comparator<Student>{
3. **public** **int** compare(Student s1,Student s2){
4. **return** s1.name.compareTo(s2.name);
5. }
6. }

**Simple.java**

In this class, we are printing the objects values by sorting on the basis of name and age.

1. **import** java.util.\*;
2. **import** java.io.\*;
3. **class** Simple{
4. **public** **static** **void** main(String args[]){
6. ArrayList<Student> al=**new** ArrayList<Student>();
7. al.add(**new** Student(101,"Vijay",23));
8. al.add(**new** Student(106,"Ajay",27));
9. al.add(**new** Student(105,"Jai",21));
11. System.out.println("Sorting by Name...");
13. Collections.sort(al,**new** NameComparator());
14. **for**(Student st: al){
15. System.out.println(st.rollno+" "+st.name+" "+st.age);
16. }
18. System.out.println("sorting by age...");
20. Collections.sort(al,**new** AgeComparator());
21. **for**(Student st: al){
22. System.out.println(st.rollno+" "+st.name+" "+st.age);
23. }
25. }
26. }

Output:Sorting by Name...

106 Ajay 27

105 Jai 21

101 Vijay 23

Sorting by age...

105 Jai 21

101 Vijay 23

106 Ajay 27

# Properties class in Java

The **properties** object contains key and value pair both as a string. The java.util.Properties class is the subclass of Hashtable.

It can be used to get property value based on the property key. The Properties class provides methods to get data from properties file and store data into properties file. Moreover, it can be used to get properties of system.

### Advantage of properties file

**Recompilation is not required, if information is changed from properties file:** If any information is changed from the properties file, you don't need to recompile the java class. It is used to store information which is to be changed frequently.

#### Methods of Properties class

The commonly used methods of Properties class are given below.

|  |  |
| --- | --- |
| **Method** | **Description** |
| public void load(Reader r) | loads data from the Reader object. |
| public void load(InputStream is) | loads data from the InputStream object |
| public String getProperty(String key) | returns value based on the key. |
| public void setProperty(String key,String value) | sets the property in the properties object. |
| public void store(Writer w, String comment) | writers the properties in the writer object. |
| public void store(OutputStream os, String comment) | writes the properties in the OutputStream object. |
| storeToXML(OutputStream os, String comment) | writers the properties in the writer object for generating xml document. |
| public void storeToXML(Writer w, String comment, String encoding) | writers the properties in the writer object for generating xml document with specified encoding. |

### Example of Properties class to get information from properties file

To get information from the properties file, create the properties file first.

**db.properties**

1. user=system
2. password=oracle

Now, lets create the java class to read the data from the properties file.

**Test.java**

1. **import** java.util.\*;
2. **import** java.io.\*;
3. **public** **class** Test {
4. **public** **static** **void** main(String[] args)**throws** Exception{
5. FileReader reader=**new** FileReader("db.properties");
7. Properties p=**new** Properties();
8. p.load(reader);
10. System.out.println(p.getProperty("user"));
11. System.out.println(p.getProperty("password"));
12. }
13. }

Output:system

oracle

Now if you change the value of the properties file, you don't need to compile the java class again. That means no maintenance problem.

### Example of Properties class to get all the system properties

By System.getProperties() method we can get all the properties of system. Let's create the class that gets information from the system properties.

**Test.java**

1. **import** java.util.\*;
2. **import** java.io.\*;
3. **public** **class** Test {
4. **public** **static** **void** main(String[] args)**throws** Exception{
6. Properties p=System.getProperties();
7. Set set=p.entrySet();
9. Iterator itr=set.iterator();
10. **while**(itr.hasNext()){
11. Map.Entry entry=(Map.Entry)itr.next();
12. System.out.println(entry.getKey()+" = "+entry.getValue());
13. }
15. }
16. }

Output:

java.runtime.name = Java(TM) SE Runtime Environment

sun.boot.library.path = C:\Program Files\Java\jdk1.7.0\_01\jre\bin

java.vm.version = 21.1-b02

java.vm.vendor = Oracle Corporation

java.vendor.url = http://java.oracle.com/

path.separator = ;

java.vm.name = Java HotSpot(TM) Client VM

file.encoding.pkg = sun.io

user.country = US

user.script =

sun.java.launcher = SUN\_STANDARD

...........

### Example of Properties class to create properties file

Now lets write the code to create the properties file.

**Test.java**

1. **import** java.util.\*;
2. **import** java.io.\*;
3. **public** **class** Test {
4. **public** **static** **void** main(String[] args)**throws** Exception{
6. Properties p=**new** Properties();
7. p.setProperty("name","John Smith");
8. p.setProperty("email","Johnsmith@javatpoint.com");
10. p.store(**new** FileWriter("info.properties"),"Javatpoint Properties Example");
12. }
13. }

Let's see the generated properties file.

**info.properties**

1. #Javatpoint Properties Example
2. #Thu Oct 03 22:35:53 IST 2013
3. email=Johnsmith@javatpoint.com
4. name=John Smith

# Difference between ArrayList and Vector

ArrayList and Vector both implements List interface and maintains insertion order.

But there are many differences between ArrayList and Vector classes that are given below.

|  |  |
| --- | --- |
| **ArrayList** | **Vector** |
| 1) ArrayList is **not synchronized**. | Vector is **synchronized**. |
| 2) ArrayList **increments 50%**of current array size if number of element exceeds from its capacity. | Vector **increments 100%** means doubles the array size if total number of element exceeds than its capacity. |
| 3) ArrayList is **not a legacy**class, it is introduced in JDK 1.2. | Vector is a **legacy** class. |
| 4) ArrayList is **fast** because it is non-synchronized. | Vector is **slow** because it is synchronized i.e. in multithreading environment, it will hold the other threads in runnable or non-runnable state until current thread releases the lock of object. |
| 5) ArrayList uses **Iterator**interface to traverse the elements. | Vector uses **Enumeration** interface to traverse the elements. But it can use Iterator also. |

### Example of Java ArrayList

Let's see a simple example where we are using ArrayList to store and traverse the elements.

1. **import** java.util.\*;
2. **class** TestArrayList21{
3. **public** **static** **void** main(String args[]){
5. List<String> al=**new** ArrayList<String>();//creating arraylist
6. al.add("John");//adding object in arraylist
7. al.add("Michael");
8. al.add("James");
9. al.add("Andy");
10. //traversing elements using Iterator
11. Iterator itr=al.iterator();
12. **while**(itr.hasNext()){
13. System.out.println(itr.next());
14. }
15. }
16. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestArrayList21)

Output:

John

Michael

James

Andy

### Example of Java Vector

Let's see a simple example of java Vector class that uses Enumeration interface.

1. **import** java.util.\*;
2. **class** TestVector1{
3. **public** **static** **void** main(String args[]){
4. Vector<String> v=**new** Vector<String>();//creating vector
5. v.add("umesh");//method of Collection
6. v.addElement("irfan");//method of Vector
7. v.addElement("kumar");
8. //traversing elements using Enumeration
9. Enumeration e=v.elements();
10. **while**(e.hasMoreElements()){
11. System.out.println(e.nextElement());
12. }
13. }
14. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestVector1)

Output:

umesh

irfan

kumar